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Abstract--This information is wused for many different
purposes, such as static program analysis, advanced code
search, coding guideline checking, software metrics
computation, and extraction of semantic and syntactic
information to create predictive models. Most of the existing
systems that provide these Kinds of services are designed ad
hoc for the particular purpose they are aimed at. For this
reason, we created ProgQuery, a platform to allow users to
write their own Java program analyses in a declarative
fashion, using graph representations. We modify the Java
compiler to compute seven syntactic and semantic
representations, and store them in a Neo4j graph database.
Such representations are overlaid, meaning thatsyntactic and
semantic nodes of the different graphs are interconnected to
allow combining different Kinds of information in the
queries/analyses. We evaluate ProgQuery and compare it to
the related systems.

I. INTRODUCTION

JAVA was developed by James Gosling at Sun
Microsystems Inc. in the year 1995, later acquired by
Oracle Corporation. Tt is asimple programming language.
Java makes writing, compiling, and debugging
programming easy. It helps to create reusable code and
modular programs. Java is a class-based, object-oriented
programming language and is designed to have as few
implementation dependencies as possible. A general-
purpose programming language made for developers to
write once run anywhere that is compiled Java code can run
on all platforms that support Java. Java applications are
compiled to byte code that can nmm on any Java Virtual
Machine. The syntax of Java is similar to ¢/c++.
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Figure 1: Use of Java In Different Technology.

History: Java’s history is very inferesting. It is a
programming language created in 1991. James Gosling,
Mike Sheridan, and Patrick Naughton, a team of Sun
engineers known as the Green team initiated the Java
language in 1991. Sun Microsystems released its first
public implementation in 1996 as Java 1.0.

It provides no-cost -run-times on popular platforms.
Javal .0 compiler was re-written in Java by Arthur Van
Hoff to sfrictly comply with its specifications. With the
arrival of Java 2, new versions had multiple configurations
built for different types of platforms.
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II. METHODOLOGY

Figure 2: Flow Chart of Java

The work presented in this article is inspired by Wiggle,
a prototype source-code querying system based on the
graph data model [9]. Wiggle modifies the Java compiler to
obtain ASTs of each program and store them in a Neo4j
graph database. These persistent ASTs may be consulted
using any of the mechanisms provided by Neodj, such as
the Cypher query language. Wiggle uses overlays as a
mechanism to express queries as a mixture of syntactic and
semantic information [20]. The prototype implementation
provides limifed semantic data about type hierarchy and
attribution (annotation), and method calls.

Frappé is a C/C++ source code query tool that supports
large-scale codebases [25]. A Neo4j graph database is
chosen to gain query efficiency by avoiding repeated join
operations, necessary in the relational model. Frappé
provides a meodification of the Clang compiler to retrieve
and store program information. It provides some scripts
that execute the Clang modification (to insert program
information) and the original C compiler (fo generate
binary code). Although Frappé stores some AST
information, important nodes such as expressions and
statements are not included in the representation. It does not
include such nodes to provide good performance for large
codebases. Frappé represents node types with a string
property, but it does not suppart different types (subtyping
polymorphism). A call dependency graph is provided,

connecting function nodes through calls relationships.

1Prcngram representations are stored in Mango DB, a
Python wrapper for MongoDB [29]. JSON documents in
the database represent syntactic and semantic information
of langnage-agnostic = programs. The  semantic
representations include type hierarchy, data dependency
and method call graphs. No information about control flow
or type dependency is stored. For source code queries, they
propose JIns®, an extension of their JIns declarative code
instrumentation language[30]. Users may use JIns' to write
their own analyses. valid for any object-oriented language.
Although expressions are stored in the database, JIns* does
not allow queries about expressions. Therefore, common
queries such as locating expressions calling a method or
using a variable cannot be expressed. This framework
reports analyses results as JSON documents.

Its own additional analyses and metrics. SonarQube finds
not only bugs but also bad smells, which do not prevent
correct program functioning, but usually correspond to
another problem in the system [33] (e.g., code duplication,
forgotten interfaces and orphanabstract classes). SonarQube
can be extended by implementing new Java user-defined
plug-ins, consisting of one or more analyzers. Its GUI
allows hierarchical inspection of source code and provides
multiple views and code statistics (e.g., unit-test coverage,
code duplications, and documentation and coupling
metrics).
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III. DEPLOYMENT RESULT

1) MET53-J (program understandability) [50]. Ensure
that the clone method calls super.clone(). clone may
call another method that fransitively calls
super.clone().

2) MET55-] (reliability) [36]. Return an empty armray or
collection instead of a null value for methods that
return an array or collection. We check all the return
statements and all the types implementing the
Collection interface.

3) SEC56-J (reliability) [48]. Do mnot serialize direct
handles to system resources. Serialized objects can be
altered outside ofany Java program, implying potential
vulnerabilities. We detect types implementing
Serializable with non-transient fields derived from

system resources such as File, Naming Context and
Domain Manager.

4) DCL56-J (defensive programming) [36], [48], [50]. Do
not attach significance to the ordinal associated with an
enum. Ifthe ordinal method is invoked, this analysis
encourages the programmer to replace it with an
integer field.

5) MET50-J (program understandability) [36], [50].
Avoid ambiguous or confusing uses of overloading.
This analysis detects classes with overloaded methods
with a) the same parameter types in a different order;
or b) four or more parameters in different
implementations.
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Figure 3: Java Analysis Source Code

Tt effectively and efficiently detects common defects that
developers will want to review and comrect. It was designed
to avoid generating false warnings (false positives).
FindBugs implements control-flow and intra-procedural
dataflow analyses. It follows a plug-in architecture that
allows users to write their own analyses (detectors) in Java.
Detectors are commonly implemented with the Visitor
design pattern [31].

Detectors may traverse the AST, type hierarchies and
control- and data-flow graphs. Users can runFindBugs from
the command line, and it provides plug-ins for Eclipse,
NetBeans, Ant and Maven. It also implements a GUI that
supports the inspection of analysis results. Find Bugs does
not store program information in a database. Analysis
results are savedas XML documents.
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Figure 4: Java Call Graph

CFG also models the exceptional jumps performed by
Java checked exceptions,” and assert and throw
instructions. For that puipose, ProgQuery defines CFG
nodes representing exceptional method termination, and
exceptions handled in a
catchorfinallyblock Forexceptionhandling, thestatic types of
the exceptions thrown and caught are analyzed, connecting
them onlyif they could match at muntime—these kinds of
connections represent may relationships. whereas

NEXT STATEMENI and CFG_ENTRIES represent
must relationships. In Figure 4, the throw statement
represented by m13 is  commected to  the
CFG_EXCEPTIONAL END node n17 through a must
THROWS relationship, because no catch or finally blocks
are used to handle the exception.
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IV. ConNcLusiON

1) Can the ontology defined in Appendix A be used to
express real static program analyses?

2)Does ProgQuery provide reduced analysis times
compared to existing approaches?

3)Does it provide better scalability for increasing
program sizes?

4)Does it provide better scalability for increasing
analysis complexity?

5)Is it able to perform complex analyses against huge
Java programs in a reasonable time?

6) Can program analyses be expressed succinctly, in a
declarative manner, and using standard query-
language syntax?

7) Are there any drawbacks of our system, compared to
related approaches?
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L Java, unchecked exceptions are Runtime Exception, Error and
their subclasses.



